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Abstract

Simplification of highly detailed CAD models is an important step when CAD
models are visualized or by other means utilized in augmented reality applications.
Without simplification, CAD models may cause severe processing and storage is-
sues especially in mobile devices. In addition, simplified models may have other
advantages like better visual clarity or improved reliability when used for visual pose
tracking. The geometry of CAD models is invariably presented in form of a 3D
mesh. In this paper, we survey mesh simplification algorithms in general and focus
especially to algorithms that can be used to simplify CAD models. We test some
commonly known algorithms with real world CAD data and characterize some new
CAD related simplification algorithms that have not been surveyed in previous mesh
simplification reviews.
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1 Introduction

Highly detailed polygonal CAD models are a common representation of 3D design
data in many computer graphics and engineering applications. Commercial graphics
hardware accelerators can render triangulated polygonal models efficiently and are
already available on most mobile devices. Nevertheless, complex polygonal CAD
models can still cause storage and performance issues on mobile devices due to
their limited computational and storage resources. Therefore, complex meshes are
typically simplified before they can be used in mobile applications.

Model complexity does not cause problems only to rendering, but similarly to
many other applications that utilize 3D models. As an example, physics simulation
plays an important role in product design process. The simulations are based on
product CAD models. Model simplification has been reported to increase physical
simulation performance by several magnitudes with negligible impact on the results
[P95]. Further, the performance of collision detection of modelled objects (detecting
intersections of objects) can be improved by simplification [P81, P107]. A specific
issue in collision detection are small holes and other similar details that are frequent
in mechanical devices. The holes are irrelevant from the collision detection point of
view, but can increase the processing time remarkably.

Visual model-based tracking is still one example of those application areas,
where model complexity causes problems. An essential part of the tracking is the
detection of model features from a video camera image. Attempts to detect small
model details that are below the image resolution waste processing power and may
lead to false identifications.

Mesh compression is yet another application area that can utilize mesh simpli-
fication. The simplification alone is a lossy mesh compression technique. However,
more often mesh simplification, especially making the mesh more regular, is used
as a preparation step for the actual compression procedure, because mesh coding
techniques benefit from a regular mesh structure.

Hierarchies of simplified mesh representations are useful in many applications. A
level-of-detail (LOD) approach is frequently used in real-time rendering applications
to save rendering time [P27]. In this approach, highly detailed representations are
used when rendering the mesh from a short distance, whereas strongly simplified
representations can be used in longer distances without compromising the image
quality. A progressive mesh is a continuous mesh hierarchy that consists of a coarse
base mesh and records that allow stepwise restoration of the original, highly detailed
mesh. Progressive meshes can be used, for example, in interactive applications to
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quickly show a sketch of the mesh, which is then gradually completed to a detailed
view.

One interesting aspect of mesh simplification is its influence on the rendering
quality of the mesh. In some cases, the simplification impairs the quality, but some-
times the situation is just the opposite. Namely, models may contain a large number
of details that are not relevant for the purpose of the use. In these cases, the removal
of the irrelevant details rather improves the visual appearance than dispairs it.

Model simplification has been a popular research topic for decades. One of the
reasons to that is that simplification techniques are usually application specific, which
provides nearly endless chances to vary the techniques and to adapt them to new use
cases. Therefore, a huge number of articles have been written about simplification.
Still, most of the methods can be classified to a few categories that are presented
later in this paper.

Several earlier surveys have been published about mesh simplification, for ex-
ample: [P11, P21, P23, P32, P47, P52, P75, P12, P45, P84, P95, P102, P103, P105].
Simplification continues to be an active research topic, hence it is worth to review
the situation once again.

The contribution of this paper is twofold. First, the mesh simplification prob-
lem is formulated and the basic concepts and building blocks of mesh simplification
are presented. Second, relevant simplification methods found from literature are sur-
veyed, classified into a taxonomy, and then some results of example implementations
are given in the context of real world CAD models. This paper is not a full overview
of the large field of polygonal model simplification. In particular, the main focus of
this paper is in basic mesh simplification methods as well as methods that are appli-
cable to CAD models. Other mesh simplification related papers are not surveyed in
this report.

2
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2 Research question and
research methods

2.1 Rationale and research question

This survey was done as part of the MARIN2 project, in which mesh simplification
plays an important role. The objective of the survey was to achieve an understanding
of the current state of art of mesh simplification research. The exact project spe-
cific simplification requirements were not known at the time of the report writing.
Hence, it was essential to survey the methods extensively to have a solid base for the
continuation work.

The main problem in the review was the big amount of the published mesh
processing material. It was essential to strictly limit the survey only to mesh sim-
plification methods and especially only to those methods that could potentially be
utilized in CAD model simplification. Excluded topics included, for example, mesh
compressing, mesh smoothing and parting line methods, only to mention some.
Compression, meaning the representation of a mesh with as little storage space as
possible, was somewhat problematic to delimit from the survey, because some meth-
ods that are primarily purposed for simplification can also be used for compression
and vice versa.

2.2 Research method

The research was performed by searching for simplification publications from certain
electronic scientific libraries. The searching was done using keywords that suppos-
edly characterize simplification publications.

The research was started with some trial searches. They revealed some potential
issues:

• Risk of excessive amount of search results

• Untypical terms used instead of e.g. "simplification" in some publications

• Limitations of search capabilities in certain electronic libraries
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The first issue forced us to formulate the query string in a restrictive way, with the
risk that some relevant publications could be missed. The second issue was solved
by including several potential terms to the query string, but, of course, some rarely
used terms might have been overlooked. The last issue forced us to use somewhat
different search strategies in different libraries. In consequence, the search results
from different libraries are not totally comparable.

The actual review was accomplished by searching the named scientific libraries
in October and November 2014. The search strings were somewhat varied during the
work as more experience was gained about the best searching strategies. Likewise,
the differences between the capabilities of the libraries forced to vary the query
strings in some cases. The search strings are listed in appendix B.

Next, all the found publications were cursory reviewed and those publications
that were out of the scope of review, were eliminated. The remaining publications
were evaluated according to their relevance to the review. The objective was to have
publications from different sectors of mesh simplification area so that a reader would
get an extensive overview of the area. Finally, detected shortages in the coverage
of the publications were filled by including also some referenced publications and
publications found from google-searches.
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3 Basics

3.1 Problem statement

Formally, a mesh is a pair M = (V ,F), where V is a set of input coordinates, e.g.,
(x,y,z) positions, and F is a set of input faces, e.g., connectivity information of
triangle vertices. Mesh simplification means one of the following two search prob-
lems [P23]:

M = (V ,F)→M ′ = (V ′ ,F′), where

1. |V ′ | = n < |V | and ‖M −M ′ ‖ is minimal

2. ‖M −M ′ ‖< ε and |V ′ | is minimal

The goal of search problem 1. in the above is to minimize the error between the
original mesh and the simplified mesh when a size constraint n for simplified mesh
is given. Correspondingly the search problem 2. uses an error bound ε to minimize
the mesh size that no point in the simplified mesh is farther than ε distance from
the original model.

3.2 Computational complexity

It has been shown in the computational geometry literature that computing a min-
imum complexity approximation is a NP-hard problem for convex polytopes [P24]
and polyhedral terrains [P1]. This denotes that it is not possible to search for an
exact solution to real mesh simplification problems. Instead, almost all mesh simpli-
fication algorithms search for polynomial-time approximations that are close to the
optimal solution.

Even searching for an approximately solution by treating a mesh as a whole is
not trivial. Therefore, many mesh simplification methods use relatively simple local
heuristics. CAD models are typically very large and theoretical time complexity of
mesh simplification algorithms should not exceed O(NlogN ) in practical applica-
tions, where N is the number of mesh vertices.

5



“University of Turku Technical Reports, No.3 — August 2015”

Figure 1: A mesh (sphere) with genus 0 and a mesh (donut) with genus 1

3.3 Topology

Mesh topology refers to the structure of the mesh and has two meanings. Local
topology is the geometric structure surrounding a particular face or vertex, whereas
global topology is the geometric structure of the whole polygonal mesh [P32].

Genus is one example of a global topology. The genus of a mesh is the number
of holes in it. A cube has a genus of zero, while a donut has a genus of one, as
shown in the figure 1.

A mesh has a manifold structure, if the local topology is everywhere locally equiv-
alent to a disc; that is, the neighbourhood of every feature consists of a connected
ring of polygons forming a single surface. In a triangulated manifold mesh, exactly
two triangles share each edge and every triangle shares an edge with exactly three
neighbouring triangles. If the mesh has borders, as shown in the figure 2, then the
definition must be relaxed so that a border is a chain of edges that are adjacent only
to a triangle, and a border vertex is surrounded by an incomplete cycle of triangles.

A mesh that does not fulfil the above properties, is said to have non-manifold
topology (NMT). Examples about non-manifold meshes are shown in the figure 3.
Non-manifold meshes are sometimes created on purpose, because they may allow
a more compressed representation of an object. But more often they result from
undesired behaviour of modeling or scanning applications.

Practically, all simplification algorithms are able to operate on manifold meshes.
Sometimes, e.g. when a mesh originates from an unknown source, connectivity
information related to every vertex needs to be checked to detect, whether the mesh
has a manifold structure or not. There are also algorithms that can convert non-
manifold meshes to manifold meshes.

Simplification algorithms can be topology-preserving or topology-modifying. Topol-
ogy preserving algorithms require manifold input and preserve the manifold struc-
ture. Toplogy-modifying algorithms do not necessarily preserve the manifold topol-
ogy, and such algorithms can close holes or join parts of the model and produce
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Figure 2: A manifold mesh with borders

Figure 3: Non-manifold meshes. From left to right: An edge shared by three triangles,
T-junction and a non-manifold point
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obviously undesirable effects like face intersections.
One could think that the topology-preserving algorithms should always be pre-

ferred, but the question is actually two-sided. The topology-preserving algorithms
usually produce better-looking simplification results than the topology-modifying
algorithms. But on the other hand, topology-modifying algorithms have more op-
portunities for simplification and therefore they can reach better simplification ratios.
For example, closing a hole may remarkably reduce the number of triangles that are
needed in a mesh representation.

The importance of the topology preservation depends totally on the use case.
For example, if the rendering speed is more important than visualization fidelity,
then at least minor topology modifications are acceptable. Similarly, small holes
have no role in collision detection. On the other hand, if the intention is to produce
realistic visualisations, then topology preservation is important. In the same way, the
topology modifications may be problematic in certain medical applications, where
the shape features play an important role.

3.4 Approximation error and error metrics

A deviation between the original and the simplified meshes is called approximation
error. Measuring the approximation error is a crucial part of most simplification
methods. The measure is used, for example, for guiding the simplification process
or for terminating the simplification process when the approximation error exceeds
a given threshold value.

The approximation error can be managed in different manners. The following
classification is from [P21].

• The error may be bounded locally, i.e. the approximation accuracy is known
around each surface entity.

• The error may be bounder globally, i.e. the approximation accuracy is know
only for the entire simplified mesh.

• Other criteria; usually curvature is taken into account to define a global bound
on the surface.

• The approximation error is not evaluated; e.g. the simplification may be driven
by a given simplification ratio.

The approximation error can be measured using different error metrics. Some
of them are listed below

• A sum of squared distances from sample points on the original mesh to the
simplified mesh [P50].

• A sum of squared distances from a new vertex after an edge collapse operation
to the adjacent faces of the original vertices [P86].

8
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• A sum of squared tetrahedral volumes between the two mesh neighbourhoods
[P71].

• Hausdorff distance [P7], explained in the appendixes C.

• An area-weighted sum of squared distances between the region modified by
contraction and the original mesh [P80].

Quadric error metrics [P38] has gained popularity recently. It associates a 4 x
4 matrix to each mesh vertex, characterising the simplification error of that vertex.
The benefit of the technique is that only rather simple arithmetic operations are
required to update the matrices in the course of the simplification procedure.

There exist also error metrics that can take appearance attributes like textures
into account.

9
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4 Classification of mesh
simplification methods

The numerous mesh simplification methods can be classified to the following cate-
gories.

• Region merging and vertex clustering methods reduce the amount of mesh fea-
tures by merging them.

• Decimation methods reduce the amount of mesh features by removing them.

• Re-tiling methods re-build a mesh to optimize its structure according to some
given criteria.

• Multiresolutional wavelet methods present a mesh using a base mesh and wavelets.

• Image based methods use the visual appearance of the mesh to guide the sim-
plification procedure.

• Neural network based methods can be taught to simplify meshes.

The methods that belong to the same category use similar simplification opera-
tions. They usually differ from each other in the strategy that they use to select the
mesh elements to be handled. Sometimes the methods also have some freedom to
choose the operation details in different ways, for example, there might be several
options to replace removed or merged mesh elements.

The end of this chapter presents a short review of the role of symmetry in mesh
simplification. CAD models typically consist of parts that are at least approximately
symmetric. If the symmetry is not taking into account in simplification, the result
may be visually unsatisfactory, e.g. symmetric parts look asymmetric and circular
holes misshapen. The symmetry awareness provides also opportunities for stronger
mesh reduction and rendering speed advantages.

4.1 Co-planar region merging

Region merging algorithms reduce the number of mesh features by merging mesh
regions together. Usually they first search for co-planar or nearly co-planar faces,

10
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Figure 4: Merging almost co-planar faces

merge them into larger polygons and finally triangulate the polygon to generate a
simplified representation of the region [P28, P58, P100] (figure 4).

The region merging algorithms are especially suitable for models that contain
large, planar surfaces. Examples of such surfaces are walls in a building model and
bulkheads in a ship construction model. Such surfaces may have been modelled
using a big number of triangles because of the technical properties of the modeling
application or because of the aim to re-tile a slightly curved surface accurately. Even
in the latter case, the merging may have only a minor effect to the visual appearance
of the surface.

In its basic form, merging is done by selecting two adjacent faces that are co-
planar enough according to some criteria and then merging them. The procedure
can be enhanced by continuing the merging until no faces that are adjacent to
the already merged faces meet a planarity or a normal error criterion [P48, P57].
This process is repeated iteratively for the remaining faces. Then the borders of
merged faces are simplified and the resulting regions are triangulated to get the final
simplified mesh.

A remarkable advantage in merging is that it does not change the topology of
the mesh. In addition, the error criteria is intuitive. A drawback in the approach
is that the polygon triangulating operation may be time consuming, which limits
the applicability of this approach to highly complex meshes. However, if the model
consists of separate parts, then the simplification could be parallelized, thus allowing
more complex meshes to be processed in a reasonable time.

4.2 Vertex clustering

Vertex clustering algorithms combine nearby mesh vertices into clusters and then
replace each cluster with a single vertex. This causes many faces of the mesh to
degenerate into points or edges. An example of 2D uniform vertex clustering is
shown in the figure 5.

11
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Figure 5: Example of two dimensional vertex clustering

Vertex clustering algorithms often operate by first covering the mesh with an
axis-aligned 3D grid and then by replacing all the vertices inside each bounding box
with a single vertex. Some vertex clustering methods use, e.g., octrees [P74, P88,
P59], instead of a uniform grid, to adapt the clustering resolution more tightly to the
geometric distribution of the original mesh.

There are different options to compute the location of the merged vertex. It can
be one of the original vertices, an average of the vertices, the centre of the cluster,
or its location can be selected by minimizing some error function.

An important property of the basic vertex cluster operation is that it can be
applied to arbitrary sets of input vertices. However, the cluster operation does
not always preserve topology. Deciding whether each clustered vertex lies inside
or outside the object requires manifold topology when triangle information is re-
generated.

It is inherently difficult to handle surface attributes, e.g. colour and texture, ro-
bustly in vertex clustering. For example, if there are multiple triangles with different
colours, simplified geometry colours may look noticeably different than the original
geometry.

Vertex clustering operations often process input triangles independently in a
random order, which allows parallel implementation. Thus, GPUs that support pro-
grammable shader stages can run shader implementations of vertex cluster opera-
tors [P26, P60], and there are method variations for multi-core processor or com-
puter cluster environments [P106, P14, P53].

Basic vertex clustering performs poorly on models with high-frequency details,
because vertex cluster operators do not take local geometric features into consider-
ation and try to preserve, e.g., sharp edges. This restricts the usefulness of basic
vertex clustering on CAD models. One alternative to alleviate this issue is to use
adjacency relationship of all points and to compute unit normals to each vertex.
This information can then be used to guide an adaptive spatial subdivision until
angles between the normals in one cluster are below a certain threshold [P82, P78].

12
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Alternatively, per vertex weights can be computed to represent, e.g., a visual impor-
tance of each vertex and this information can be used to adjust the vertex clustering
process [P73]. Quadric error metric (see section 3.4) can be used to position the rep-
resentative vertex of a cluster so that the quadric error of the representative vertex
is minimized. It has been shown that by using quadratic error metrics, positioning
of the clustered vertices can be improved [P69]. Still different metrics to preserve
topological features have been proposed in meshes [P17, P13].

4.3 Geometry decimation

Geometry decimation methods remove either edges, vertices or faces from a mesh.
Usually they operate one element at a time until some ending criteria is fulfilled, e.g.
the approximation error exceeds a user specified limit.

The different decimation operations are surveyed in the following subsections.

4.3.1 Vertex decimation

Vertex decimation methods simplify meshes by removing vertices from them. Usually
they handle the vertices one by one and re-triangulate the resulting hole after each
removal operation [P90]. Typically the removal of one vertex eliminates three edges
and two faces as shown in the figure 6.

Vertex decimation algorithms differ from each other typically in two aspects: in
the order in which the vertices are removed and in the re-triangulation strategy of the
resulting holes. Often local surface properties, such as planarity, curvature, distance
to the original mesh or distance from the average plane defined by the neighboring
vertices guide the selection of the vertices to be removed and the re-triangulation of
the resulting holes. If the vertices are selected in the order of increasing importance
using e.g. one of the criteria above, then the selection can be speeded up by using
hash-based bucketing [P35].

The re-triangulation problem of the holes is trivial as far as the holes are convex.
However, if a hole is e.g. star-shaped, then the problem becomes non-trivial. A
generalization of the tessalating holes of 2D polygons and 3D volumes has been
introduced to alleviate these issues [P85].

An edge flip operation swaps the orientation of a quad diameter that is formed
from two triangles. Series of edge flipping operations can be used to minimize the
approximation error of vertex decimation, and to achieve better approximations with
smaller amount of triangles that can be achieved without edge flipping [P20]. The
approximation error here can be volumetric based on two tetrahedras formed from
two neighboring triangles around the removed vertex, and where a lower volume sum
denotes better approximation error. In addition, high triangle aspect ratio denotes
good approximation error, and the mesh face area difference that the vertex removal
generates is proprtional to the approximation error (a small error is better).

The vertex removal operation can be guided by one-sided Hausdorff distance be-
tween the faces of the original and simplified mesh [P64]. The vertices are removed

13
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Figure 6: An example of vertex removal and hole re-triangulation

in an order of minimum contribution to the Hausdorff distance until the distance
exceedes a predefined limit.

It has been shown that optimizing equiangularity of a surface triangulation can
provide good overall approximations of the simplified mesh shapes [P91]. The re-
triangulation error of the simplfied mesh can be minimized by iteratively removing
vertices that optimize the equiangularity of the simplified mesh.

Vertices of the simplified mesh can be classified as hyperbolic if the vertex is
indise a convex hull surface of the neighboring vertices. By removing non-hyperbolic
vertices that have a small solid angle and volume with respect to local neighboring
vertices (in analogy with spherical volume) the order of removed vertices can be
enhanced [P19].

4.3.2 Edge decimation

Edge decimation aka edge collapse methods simplify meshes by removing edges
from them. The removed edge is replaced by a single vertex as shown in the figure
7. Similarly as in vertex decimation, the edges are usually processed one by one.

The edge decimation methods differ from each other mainly in two ways, namely
in the edge processing order and in the placing of the new vertex. The new vertex
can be one of the original edge end points [P104, P86] the center of the collapsed
edge [P2], arbitrary point along the collapsed edge [P50], or arbitrary point in the
neighborhood of the collapsed edge [P89, P38].

Progressive mesh techniques can be built upon edge decimation. The base mesh
is created with a series of edge collapse operations. The original mesh can be re-
generated step by step by revoking the collapse operations with a series of edge split
operations that are the dual operations for the collapse operations [P50]. Progressive
meshes use an energy minimization approach to generate the base mesh. The energy
function is based on three terms: a distance that measures the closeness of fit, a
vertex count weighting that penalizes mesh with a large number of vertices, and a
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regularizing term that conceptually places springs of length zero on the edges of
the mesh. The spring term is added to the energy function to pull vertices towards
neighbouring vertices as otherwise the closeness fit tems may not converge in all
cases. The concept of progressive mesh has been extended to generate dynamic
view-dependent simplifications according to the camera location [P51].

Quadric error metrics (see 3.4) provide a means to guide the simplification pro-
cess with relatively small additional data footprint [P38]. The algorithm iteratively
merges pairs of vertices, which need not necessarily be connected by an edge. The
error caused by an edge decimation operation can be derived from the sum of the
quadric error metrics of the vertices being merged. The algorithm maintains a set
of all possible vertex pairs and their error terms. In each iteration, the algorithm
removes the pair with the lowest error and then computes new quadric error terms
for the neighbouring vertices. Runtime complexity of the algorithms is often rela-
tively high due to number of searched candidate vertex pairs. An adaptive threshold
selection method has been proposed to alleviate the issue [P33].

Extension to handle surface attributes of simplified models with quadric error
metric [P37, P49] and linear mapping between levels of detail [P22] have additionally
been proposed.

Local curvature around each vertex can be estimated and embedded into the
original quadric error metric, so that the metric will not only measure distance
error, but reflect geometric variations of local surface [P109].

Edge decimation based weighted quadric error metrics have been proposed for
the user controlled creation of multi-resolution meshes [P83, P62]. The user can
control the simplification of a mesh by interactively painting the importance of re-
gions as weights onto the mesh and preserve important features of original models
even after drastic simplification.

Error metrics based on the theory of local differential geometry [P79] can be
utilized in a way that the first and the second order discrete differentials approxi-
mated locally on a discrete polygonal surface are integrated into the distance error
metric [P63]. This ad-hoc metric can measure highly curved and thin regions, and
often preserve the features of original models even after drastic simplification.

It has been shown that simplification error introduced in edge collapse operation
can be estimated by a weighted sum of squared distances between the region around
the collapsed edge and the original mesh [P80]. Approximated mesh quality can be
enhanced by positioning the collapsed vertex in a way that it minimizes the volume
embedded between the simplified mesh and the original one [P3].

Especially with extremely large 3D models, retaining a history of the geometry of
the original model during the edge collapse process can be challenging in memory
limited environments. However, edge collapse operations can be computed efficiently
without retaining the geometric history, and without scarifying the simplification
quality remarkably [P71, P70].

4.3.3 Triangle decimation

Triangle decimation aka triangle collapse methods simplify meshes by removing
whole triangles from them as illustrated in the figure 8. Triangle decimation can

15



“University of Turku Technical Reports, No.3 — August 2015”

Figure 7: Edge decimation

Figure 8: Triangle decimation

also be seen as a coarse version of edge decimation, because all the three edges of
the removed triangle degenerate into a single vertex and hence the operation is equal
to three simultaneous edge collapse operations, where one of the involved triangles
is common to the collapse operations. As a consequence of that, three adjacent
triangles degerate into edges and a total of four triangles are eliminated from the
mesh. The benefit of triangle decimation is that the simplification progresses quickly,
but unfortunately also the approximation error grows rapidly.

A triangle decimation method can be tuned to remove triangles that are nearly
co-planar with their neighbouring triangles by calculating local curvatures and si-
multaneously preventing generation of long-narrow triangles. This is accomplished
by weighting each triangle by the combination of the curvatures of the three edges
and the equiangularity of the triangle. Then the least weighted triangle is removed,
the affected region is re-triangulated and the triangle weights are updated [P44].
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Triangle area can be used in the weighting instead of equiangularity [P40].
Triangle and edge collapse methods can be used simultaneously by classifying

vertices based on their local geometric features [P54]. Then local regions that are
nearly flat are collapsed using triangle decimation, while more challenging regions
are simplified applying edge collapse operations. Additionally, the quadric error
metrics has been used to evaluate the error in the triangle collapse process [P110].
Static level of detail mesh chains have been generated using triangle decimation
[P39], and by storing information which vertices are removed in each triangle col-
lapse operation, level of detail popping artefacts between two mesh levels can be
reduced by linearly interpolating original and collapsed triangle vertices [P18].

4.4 Re-meshing and re-tiling

Re-meshing techniques are used to reconstruct meshes so that their appearance is
preserved even though vertex locations, vertex density or connective information
may significantly differ from the original mesh, see figure 9. Even the topology
preservation is not usually guaranteed. Re-meshing can be used for example to to
change the density of the mesh, to regularize the structure of the mesh or to re-shape
the mesh triangles. An example of the last case is generation of nonobtuse triangle
mesh that is composed of a set of triangles, in which every angle is less than or equal
to 90 degrees [P68, P92].

Re-meshing can in some cases used also for mesh simplification, although that
is not its primary application area. Therefore, the re-meshing methods are not
surveyed in this paper. A good survey can be found from [P4].

Re-tiling algorithm [P96] processes a triangular input mesh by iteratively spread-
ing a predefined number of new points to the input mesh to produce nearly uniform
distribution of vertices with density weighted estimates of local curvatures. Then the
original vertices are deleted iteratively to generate a new triangulation that has the
same topology as the original surface. This re-tiling process replaces the input mesh
with a coarser mesh. The method usually produces good results on smooth surfaces,
while sharp features might be blurred.

4.5 Multiresolution wavelet and Fourier analysis

Wavelet decomposition methods use regular and hierarchical decompositon to build
a wavelet representation of the mesh. Wavelet mesh representation is basically a
coarse base mesh, and a set of progressive finer details that are encoded into a se-
quence of coefficients. Wavelet approaches have been proposed to manage regularly
gridded meshes [P43, P46] and irregular meshes [P30, P16, P93, P25, P87, P98, P94].

Roughly, the wavelet decomposition is a three-phase process. The first phase
partitions the input mesh into a small number of triangular regions and generates a
simplified base mesh for each region. Second phase parametrizes each region using
selected wavelet base. Third phase recursively subdivides each parametrized base
mesh to a finer detail mesh based on a wavelet codebook. This process continues
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Figure 9: Re-meshing

until the deviation between the sub-divided mesh and the original mesh is under a
given threshold.

Wavelet based mesh simplification methods can be enhanced to consider addi-
tional surface parameters such as texture, coordinates and colours in the simplifica-
tion process [P94, P16].

Fourier analysis has also been used to simplify meshes in addition to wavelets
[P67, P111], but such methods do not seem to have gained signigicant interest in the
field of mesh simplification methods recently.

4.6 Image based simplification

Image based simplification algorithms use the perceptual quality of the rendered
mesh to guide the simplification procedure, utilizing visual properties in a way that
pure geometry based methods cannot do. The typical drawback of the algorithms
is their high computational complexity, because they may have to render a model
multiple times per each simplification step to evaluate different alternatives.

CAD models can remarkably benefit from image based simplification methods,
because the models often have parts that are at least partially hidden, e.g. the
supporting structures under a floor. The invisible parts of the structures can be
simplified more aggressively than the visible parts.

The earliest image-based simplification algorithm [P72] utilized metrics that de-
termines the cost of an edge collapse operation by rendering the simplified mesh
from multiple viewpoints. The algorithm chooses the collapse operation that pro-
duces the least mean-square error for luminance color component.

Image based polygonal simplification can utilize perceptual metrics that are de-
rived from measurements of perceptibility of visual stimuli [P101, P76]. Contrast
sensitivity functions can indicate whether a simplification operation is visible, but
cannot determine the best perceptible simplification. Methods using perceptual met-
rics cannot typically accomplish drastic simplification.
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Visibility information can be leveraged on image based mesh simplification by
defining a visibility function between the surfaces of a simplified model and cameras
that are located on a surrounding sphere [P108]. The visibility function is defined
for each surface of the mesh and the function describes the amount of visible surface
pixels from currently rendered camera viewpoint. A table that indicates how many
pixels from each triangle are visible from different camera position is computed,
and the stored values give the end visibility value for each triangle. Once the vis-
ibility map is computed, the final visibility values are combined with quadric error
measures [P38] to drive the actual mesh simplification process.

The importance of mesh regions can be used to guide the mesh simplification
process [P66]. The motivation for this approach is to preserve regions that are visu-
ally interesting, no matter what the size of each important regions is. Preservation
of interesting regions is achieved by generating a map of interesting regions and
utilizing the map in the edge collapse operations [P108].

Image based mesh simplification can utilize viewpoint mutual information that
is an information-theoretic measure [P99, P34]. The mutual information metric
measures the correlation between a viewpoint and the polygons of the mesh. This
information is achieved by rendering the mesh from multiple viewpoints. Mesh
simplification is then based on the half-edge collapse and simplification error metrics
based on viewpoint mutual information [P15].

4.7 Neural network based simplification

Mesh simplification based on neural networks is a quite unique approach to simplify
3D models. Simplification methods can train neural networks to replace local geo-
metric shapes with pre-defined simplified shapes via example simplification results.
The main advantage of neural network based methods is that they do not need to
work with the whole object to reduce the mesh complexity.

Growing Neural Gas (GNG) algorithm [P36] is an unsupervised incremental
clustering algorithm that can learn local triangle topology, and can be utilized to
simplify meshes [P6, P5]. Mesh simplification based on the GNG algorithm has
two steps: an optimization phase and a reconstruction phase. The optimization
phase computes a simplified set of vertices that gives the best approximation of the
input mesh based on selected error metric. Decision, which vertices are removed
and how the vertex positions are approximated, is based on a set of rules that are
being optimized during the iterative training process. The reconstruction phase
uses the information about the new vertices provided by the optimization phase,
the information about the original mesh vertices, and generates the faces of the
simplified mesh.

4.8 Symmetry aware algorithms

Many CAD models or their parts have significant symmetry than can be utilized
in the model simplification. However, the symmetry information is not explicitly
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available in the models, because the CAD tools do not save information, for ex-
ample, about copy or rotate operations. Instead, there is a need for a separate
pre-processing step, where the global shape of the mesh is analysed and the pos-
sible symmetries are identified. The analysis is complicated by the fact that the
symmetries may be only approximate, e.g. in case of non-rigid transformations like
stretching.

Symmetry identification can be seen as a special case of shape correspondence
problem, in which the aim is to find meaningful correspondences between two or
more local shapes from triangle meshes. The term "meaningful" may range, depend-
ing on the problem in question, from geometric similarity to identical functionality.
An example about the latter are handles in different dishes. In symmetry iden-
tification, the correspondences are either exact or approximate, perhaps reflected,
geometric similarities between the segments of a single shape. Kaick et al. have
made a survey of shape correspondence techniques [P56]. Liu et al. [P42] use
identification of symmetry axis as a pre-processing step for finding correspondences
between different shapes, but the identification of the symmetry axis might be a valu-
able result as such in symmetry identification. To extract the symmetry axis, they
use a method that first generates a map to store symmetry information the surface
on itself, then measures the distances from surface points to their correspondences
in the map, and finally extracts a symmetry axis curve using the distance measures.

Golovinskiy et al. [P41] present a complete framework for symmetric mesh pro-
cessing. Their solution consists of the following steps: symmetry analysis, geometric
symmetrization, symmetric mapping, symmetric remeshing and restoring deforma-
tion. The framework can be used to enhance the symmetries of a mesh, to decom-
pose a mesh into its symmetric parts and asymmetric residuals, and to establish
correspondences between symmetric mesh features. The emphasis is on visibility
aspects and compression, of which especially the first one is interesting from CAD
model simplification point of view.

Leander [P65] presents in his master thesis two algorithms that are given a
mesh and symmetry information about it as input. The first algorithm simplifies
the symmetric part of the mesh with an arbitrary algorithm and then uses to result
to represent the other part. The other algorithm uses the symmetry information to
steer the simplification so that the resulting mesh is as symmetric as possible.
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5 Practical simplification trials

Some practical mesh simplification tests were made, using commonly available graph-
ics tools. The main purpose of the testing was to get an overview of the capabilities
of the existing tools as well as to get a better understanding about the feasibility and
behaviour of some selected simplification methods.

5.1 Overview

The tests were carried out by applying edge collapse, different decimation and re-
meshing methods (see section 5.3 for detailed information) in addition to proprietary
methods to three test objects. The first object, a thin plane with several holes,
represents a tessellated CAD model composed of triangles. The second object, a
piston, represents a higher-order surface that has been converted to a triangle mesh.
The third object, a stone pillar, is an example of a dense and noisy mesh that has
resulted from 3D-scanning or sculpting.

The three objects were first manually simplified by a 3D artist to get a baseline
for the algorithmically simplified objects. In the case of the thin plane object, the
vertices around the holes were collapsed in clockwise order and the triangulation was
further improved by changing the edge-flow around the holes. Good edge-flow is an
artistic term meaning that mesh edges are well positioned to express the curvature
and sharp features of an object with the given complexity. With deforming meshes,
edges are in addition positioned to allow deformations to happen smoothly and for
geometry to collapse properly in order to hold the apparent volume of the mesh —
in the case of realistic characters typically by following anatomically correct muscle
group borders. Typically good edge flow uses edge loops extensively to ensure that
deformation effects are kept local. Well-made edge flow also avoids long and thin
triangles which use more processing power during GPU rendering.

The piston object was simplified by locating the vertices of the low polygon
object to the vertices of the high polygon object (shrink-wrapping). The pillar was
first simplified by applying a quadric error metrics based edge decimation method
to it using Meshlab tool [P77], then shrink-wrapping the result to a higher polygon
mesh and finally the decimation errors of the overlapping faces were fixed by hand.
Original and optimized test objects are shown in the figure 10 and their sizes in the
table 1.
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(a) Original plane (b) Original piston (c) Original pillar

(d) Hand-optimized plane (e) Hand-optimized piston (f) Hand-optimized pillar

Figure 10: Original test meshes and the meshes after being simplified by an artist.

Test object Original vertices Original triangles Simplified vertices Simplified triangles

Thin plane 508 1048 26% (132) 28% (296)

Piston 222076 450176 0.95% (2105) 0.94% (4234)

Pillar 2261811 4523614 0.14% (3078) 0.14% (6152)

Table 1: Sizes of the original and simplified test meshes

5.2 Tools

This chapter gives an overview of the trialled tools: general digital content creation
packages Autodesk Maya, Blender and Autodesk 3dsMax, and more specialized
tools Simplygon and Meshlab. Tools were selected based on their availability and
apparent popularity.

Autodesk Maya

Autodesk Maya [P9] is a 3D modeling and animation suite that can be used for
modeling, animation and rendering. Maya can be extended with its own scripting
language. It is frequently used to make 3D models and animations for feature films,
television and game development.
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Blender

Blender [P10] is an open source 3D modeling and animation suite that can be
used for modeling, animation and rendering. In addition to more typical features,
Blender supports compositing, motion tracking, video editing and game creation.
Blender has Python API for scripting.

Blender has three built-in decimation methods: edge collapse, unsubdivide and
planar. The unsubdivide is a reverse of the subdivide method that adds mesh density
by dividing mesh faces. An unsubdivide operation works with quads, not with
triangles and therefore needs a quad mesh input, from which it tries to remove face
strips that subdivision created. The planar decimator apparently uses co-planar
merging that has been presented in section 4.1.

In addition, Blender has a shrink wrap modifier and a re-meshing modifier. The
shrink wrap modifier projects a mesh to the surface of an object or, in other words,
wraps it around the object. The re-mesher, using Dual Contouring of Hermite Data
[P55] method, creates a quad mesh of desired density from the input mesh. The two
operations can be used together: a dense triangle mesh is first re-meshed and the
resulting low-polygon mesh is then shrink wrapped to the original dense mesh.

Autodesk 3dsMax

Autodesk 3dsMax [P8] is a 3D modeling and animation suite that can be used
for modeling, animation and rendering. The 3dsMax is frequently used by video
game developers, commercial TV studios and architectural visualization companies.
It can be extended and automated with scripts.

The 3dsMax tool offers optimizer and pro-optimizer modifiers for mesh sim-
plification. These methods resemble typical decimation results with support for
artist-guided simplification by marking edges.

Simplygon

Simplygon [P29] is a 3D computer graphics software for automatic 3D-optimization,
based on proprietary methods for creating level-of-detail mesh hierarchies for use
in games and other realtime content. Unlike the other applications, Simplygon is
cloud-based and also has a SDK that can be connected with a plugin to other appli-
cations. Simplygon allows artists to guide the simplification process by using vertex
weight data.

MeshLab

MeshLab [P77] is an open source tool for processing and editing of unstructured
3D triangular meshes. The Meshlab tool is widely used e.g. for pre-processing
meshes for 3D-printing. It offers a wide variety of decimation and re-meshing algo-
rithms and related mesh operations in different stages of development.
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5.3 Trials

The following tests were conducted:

• Autodesk Maya:

Maya’s reduce modifier was used in the simplification trial. Reduce modifier is
the only simplification modifier shipped with Maya and, by visual observation,
it seems to be some variant of edge collapse decimator. Default simplification
operation settings were used in the trials.

• Blender:

The edge collapse method of decimate modifier was used in the simplification
trial as other methods do not allow user to set triangle or vertex count targets.

• Autodesk 3dsMax:

Only the pro-optimizer method was used in the simplification trial, as it is
newer than the older optimizer method. The method settings were kept in
their default values.

• Simplygon:

Simplygon didn’t have multiple selectable simplification methods and like
other proprietary tools it doesn’t state what simplification algorithm it uses.
The reduction ratio was set to match the reference mesh size, while the adjust-
ment sliders were kept at their default settings.

• MeshLab:

The trial covered Meshlab filters for MC edge collapse, clustering decimation,
quadric edge decimation, Poisson reconstruction [P61], VCG surface recon-
struction and uniform mesh resampling.

NOTES:

MC edge collapse: The current implementation showed some weird behaviour,
because the simplification ratio was dependent on the mesh orientation. For
that reason, MC edge collapse was left out of the final trials.

Quadric edge decimation: The trial was run in mode that tries to preserve
surface orientation and the genus of the mesh. An afterwards manual clean-
up was performed for the mesh to fix broken parts of the mesh geometry.

Poisson reconstruction: The test was done with octree depth set to 5 (smaller
numbers result in lower polygon count). The solver divider was kept at 6.

All methods were run using 0.075 world unit parameter to match the polygon
count of the artist simplified models.
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(a) Original plane (b) Blender decimate
modifier

(c) Maya reduce (d) Meshlab Quadric
edge decimation 1

(e) Hand-optimized
reference

(f) 3dsmax Proopti-
mizer

(g) Simplygon (h) Meshlab Quadric
edge decimation 2

Figure 11: Results of the plane mesh simplification tests. The problems in the shapes
of the holes can be clearly seen. Lamina faces appear as additional holes in images
f and g. The viewpoint of the object is such that the roughness of the exterior is not
very clearly visible.

5.4 Results

5.4.1 Plane object

The plane object simplification results are shown in the figure 11. The plane object
turned out to be in many ways problematic for the simplification algorithms. The al-
gorithms seemed to prefer curvature preservation to thickness, making the flat areas
of the plane rough and uneven. In addition, the algorithms broke the symmetry of
the holes, causing the holes to look shapeless. Some algorithms failed to handle the
thinness of the object properly. The ProOptimizer and Simplygon tools created trian-
gle pairs that share their vertices, but have opposite orientation (these are sometimes
called lamina faces). These triangles are supported by some tools (Maya, 3dsMax,
Simplygon), but are unsupported in some other tools (Blender) and therefore appear
as extra holes in some images.

5.4.2 Piston

The piston simplification results are shown in the figure 12. Like the thin plane, the
piston object is an example of engineering model that has synthetic shapes. In the
same way as in the plane case, the simplification algorithms violate the symmetries
of the object, which can be seen most clearly around the holes and at the top of the
piston. On the contrary, the piston is thicker than the plane and consists of a denser
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(a) Original piston (b) Blender decimate
modifier

(c) Maya reduce (d) Meshlab Quadric
edge decimation 1

(e) Hand-optimized
reference

(f) 3dsmax Proopti-
mizer

(g) Simplygon (h) Meshlab Quadric
edge decimation 2

Figure 12: Results of the piston mesh simplifications. The undesired effects (lost
symmetry, additional roughness) are most clearly visible around the holes and at the
top of the piston.

triangle mesh, for what reason some of the undesired effects are not so pronounced.

5.4.3 Pillar

The pillar simplification results are shown in the figure 13. All the algorithms behaved
well in the case of the pillar when compared to the hand-optimized reference mesh.
The pillar is an organic model without synthetic shapes or real symmetry, therefore
the possible approximation errors are not clearly visible as they are lost in the noise.
The pillar also has a dense triangular mesh and there are no thin parts in the object.

5.4.4 Additional experiments

Besides the actual simplification method comparisons, a few other simplification ex-
periments were accomplished. In the first experiment, the pillar mesh was iteratively
decimated by always halving the previous mesh density. The goal of the experi-
ment was to visualize the effect of the different triangle reduction ratios to the object
appearance. The results in the figure 14 show that sometimes even a remarkable
decimation may only have negligible effect on the visual quality.

In the second experiment, the holes in the plane object were manually simpli-
fied by repeatedly collapsing every second vertex to its clockwise neighbour, while
preserving the thickness and vertex symmetry of the opposite sides of the holes. In
this case, the results in the figure 15 show that once the symmetry is preserved, an

26



“University of Turku Technical Reports, No.3 — August 2015”

(a) Original pillar (b) Blender decimate
modifier

(c) Maya reduce (d) Meshlab Quadric
edge decimation 1

(e) Hand-optimized
reference

(f) 3dsmax Proopti-
mizer

(g) Meshlab Quadric
edge decimation 2

Figure 13: Results of the pillar mesh simplifications. There are no remarkable differ-
ences between the hand-optimized reference mesh and the algorithmically optimized
meshes.

engineering model remains illustrative even if the number of triangles is strongly re-
duced. An automatic method like this could be ideal for CAD-model simplification.

In the third experiment, vertex clustering, Poisson reconstruction, VCG recon-
struction and Uniform reconstruction were tested. First, the methods were applied
to the plane object as shown in the figure 16. Like in the previous trials, the plane
object turned out to be the most problematic for the mesh processing algorithms.
The vertex clustering step produced adequate results, although the symmetry of the
mesh was not preserved, but the VCG re-meshing distorted the shape of the mesh.
Poisson reconstrucion and Uniform re-meshing did not produce feasible results at
all. In case of the piston, all methods produced reasonable results as illustrated in
the figure 17. The best results were achieved with pillar object as can be seen from
the figure 18. While all the re-meshing methods loosed sharp and small details, the
resulting pillar mesh has a nice topology that could be further improved manually.

It should be noted that the re-meshing in these experiments was made with low
mesh density. Using a higher mesh density would have produced better results, but
then the triangle count of the meshes had rather increased than decreased.

In the fourth experiment, the Poisson reconstructed pillar was shrink wrapped
onto the original mesh to improve the shape and the details of the simplified mesh.
The results are shown in the figure 19.
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(a) Original pillar
with 2.261.811 ver-
tices (4.523.614 trian-
gles)

(b) Halved 4 times,
141.366 vertices
(282.724 triangles)

(c) Halved 6 times,
35.344 vertices
(70.680 triangles)

(d) Halved 8 times,
8.839 vertices
(17.670 triangles)

(e) Halved 10 times,
2.212 vertices (4.416
triangles)

(f) Halved 12 times,
556 vertices (1.104
triangles)

(g) Halved 14 times,
142 vertices (276 tri-
angles)

(h) Halved 16 times,
38 vertices (68 trian-
gles)

Figure 14: Halving the mesh density. There is almost no difference at level 4 even
though the vertex count is only 1/16th of the originial mesh. The visual fidelity of
the silhouette (object outline) starts to suffer after level ten.

(a) Original plane (b) Clockwise man-
ual collapsing half of
vertices

(c) Repeat (d) Repeat

Figure 15: Manually and iteratively collapsing every second vertex on the hole edges
to their clockwise neighbours. Thickness and symmetry is preserved and engineering
model remains illustrative.
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(a) Original plane (b) Clustering decimation (c) VCG reconstruction

Figure 16: Clustering and re-meshing the plane object. Re-meshing increased the
mesh density and in this case introduced defects due to thinness and high genus of
the object. The results of Poisson reconstruction and Uniform re-meshing operations
were unsatisfactory and are not shown in the figure.

(a) Original piston (b) Vertex clustering loses
curvature of the original ob-
ject. This is quite typical for
all grid-based approaches.

(c) Poisson reconstruction
closes holes.

(d) VCG reconstruction has
problems with holes and
with some round features.

(e) Uniform remeshing has
problems with round fea-
tures.

Figure 17: Clustering and remeshing the piston mesh. As the object is thicker and
has dense triangle structure, all methods gave reasonable results.
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(a) Original pillar (b) Clustering decimation

(c) Poisson reconstruction (d) VCG reconstruction

Figure 18: Clustering and re-meshing the pillar object. Dense, thick and organic
mesh works well with the remeshers. The resulting meshes have "nice" topology and
could be further improved manually.

(a) Original pillar (b) Poisson reconstruction (c) Poisson reconstruction
shrinkwrapped onto origi-
nal

Figure 19: Shrink wrapping the result of the Poisson reconstruction onto the original
mesh in order to improve shape and details.
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5.5 Discussion

The overall impression about the mesh simplification trials was that the tested sim-
plification algorithms do not usually produce satisfactory results, if the models are
thin or holed and if they are looked at closely. The simplified meshes would need a
clean-up by an artist to be usable in production. In addition, the algorithms seem
to violate nice edge flows that are perhaps designed by artists and designers or are
remnants from higher-order surface conversion. In many cases, it would be faster
for artists to do the simplification manually from the beginning than first using an
automatic method, followed by a manual clean-up.

If the resulting object is static and doesn’t have any deforming animations or its
image on the screen is small, then the algorithms produce better results, because
the topology does not play such an important role. However, the problems in the
edge-flow and in the triangulation usually become more apparent if the object has
deforming animation.

The tested simplification algorithms often produce feasible results, when they are
used to simplify objects that do not contain a lot of symmetry or sharp features,
which are typical in CAD models. Thus, if the simplified low polygon mesh is mainly
used, e.g., as a target mesh for normal map bakers which transfer the original high
polygon details into a texture for low polygon mesh for use in game engines [P97,
P31], then approximating all the details of the high-poly object is not paramount as
the mesh details are encoded into the baked normal maps. In such cases, a simple
holding shape with a reasonably matching silhouette works fine as the simplified
target mesh. Baking object details into normal maps is a good approximation also
for level-of-detail models, which are viewed from the distance and for meshes, which
have lot of shallow surface details (like engravings). Commonly in game productions,
artists hand-optimize real-time meshes for the silhouette and add details via normal
maps. Most of the tested mesh optimizations algorithms seem to produce results
that are aimed for this.

For simplifying technical and engineering models for non-photo-realistic aug-
mented reality use, where only the most basic shading is used without any normal
maps, all the tested simplification methods are unsuitable. An ideal algorithm should
keep the thickness of the object and only approximate curvature, not preserve it. For
example, curvature around holes is visually not as important as keeping vertex sym-
metry at the opposite ends of the hole. In engineering applications, vertex positions
around a hole should be symmetric and there should preferably be vertices at width
and height extremes. In a real time graphic, a hole can be approximated even with
four vertices that are placed symmetrically. More accurate curvature should be rep-
resented always with multiple of four vertices (8, 12, 16, ...) to keep vertex pairs at
the opposite sides.

Finally, the experiments showed that while re-meshing is a suitable tool for noisy,
organic mesh simplifications, it is not a good approach for engineering models. On
the one hand, if the target mesh density is low enough for the number of the polygons
to be reduced, then sharp features and small details are typically lost. On the other
hand, if the target mesh density is high enough to preserve those features, then the
number of polygons rather increases than decreases. The reason for this phenomena
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is that it is neither feasible nor economic to represent both the fine details and the
planar areas of the mesh with equal mesh density.

A wishlist for illustrative CAD model simplification:

• Vertices that are not removed during simplification process should have the
same coordinates as the matching vertices have on the original object, in order
to preserve the exact dimensions.

• Edge loops should be preserved to limit topology violations.

• Vertex symmetry on the opposite sides of holes should be preserved for engi-
neering "look".

• Vertex counts for holes should be multiple of four to preserve the illustrative
width and height extremes.

• Sharp features should be preserved to keep the appearance of the object (this
might be a consequence of edge loop and vertex position preservation).
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6 Conclusions

Mesh simplification has been a popular research topic over several decades and there
exists a vast amount of different simplification approaches and methods that were
reviewed in this survey. There are at least a couple of reasons that explain the big
number of publications. First, the mesh simplification is an optimization problem,
an typically different mesh simplification algorithms are tailored to preserve cer-
tain features in the simplified mesh. Second, the simplification is NP-hard problem.
Therefore, it is not possible to solve any realistic simplification problem accurately in
the worst case. Instead, numerous different heuristics have usually been developed
for preserving use case specific features in the simplified meshes.

A consequence of the computational complexity of the mesh simplification prob-
lem is that the practical methods are almost always local by their nature, meaning
that the simplification methods handle the mesh elements one by one in some suit-
able order. A popular strategy is to define a function that represents the approxi-
mation error that a specific simplification operation would cause. The simplification
operations are then applied in the order of smallest approximation error.

The local simplification strategies are computationally efficient, but the lack of
the overall understanding of the mesh topology prevents the local methods to take
into account global mesh features. Therefore, simplified meshes may have unde-
sirable effects as, e.g., sharp features of the original mesh may be removed during
the simplification process. The sharp features may be tempting targets for the local
simplification operators, because they contain numerous small details that can be
reduced without an excessive approximation error. However, removing the sharp
features may in reality change the appearance of the mesh considerably.

Symmetric meshes or symmetric mesh elements are another case, where the
local methods may turn out to be problematic. For example, small perfectly circular
holes appear very frequently in mechanical devices. If the holes are triangulated
asymmetrically, their appearance may not be satisfactory. In the same way, if the
opposite sides of a symmetric element are triangulated differently, the element may
not appear symmetric any more. In these kind of cases, the use of the symmetry
aware methods should be considered.

One of the key observations of this survey is that, despite the large variety of the
mesh simplification techniques, it is still possible that dedicated simplification meth-
ods need to be implemented if there exists any application specific requirements.
The general methods often fail to take into account the application specific features
of the problem. At the same time, the diversity of the application areas causes that
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it is hard to find a single existing method that would match well enough to the spe-
cific characteristics of a dedicated simplification problem. Anyway, there are good
chances that the customized method could be a variant of some existing algorithm
or it could be composed of the existing building blocks like the basic simplifica-
tion operations and the different strategies that are used to guide the simplification
process.

Another observation is that it is hard to design a fully automatic simplification
method that would always produce satisfactory results. This is especially true re-
garding the visual appearance of the simplified mesh. Therefore, in many cases it
would be beneficial to give the user a chance to somehow control the simplification
process. It is, of course, totally use case specific, whether e.g. an interactive control
is feasible or not.
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Appendix A Glossary

Approximation error
The difference between the original and simplified meshes.

CAD
Computer Aided Design.

Delaunay triangulation
A triangulation of a vertex set with the property that no vertex falls in the
interior of the circle that passes through all three vertices of any triangle in
the triangulation.

Genus
Number of holes in a mesh.

GPU
Graphics Processing Unit.

Hausdorff distance
A measure for the distance of two metrics spaces, e.g. point sets.

High polygon (high poly)
A mesh that is compromised of relative large number of polygons.

Laplacian smoothing
A mesh smoothing algorithm that is based on vertex re-locating. Local neigh-
bouring vertices are utilized in computing new locations for each vertex.

Level-of-Detail
An approach, in which the density of a mesh is reduced according to the
viewing distance of the mesh. This approach is frequently used in real-time
applications to improve mesh rendering performance. In such cases the re-
duced mesh representations are usually created in advance.

See also "Multi-resolution".

LOD
See "Level-of-Detail".
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Low polygon (low poly)
A mesh that is compromised of relative small number of polygons.

Marching cubes
A computer graphics algorithm for extracting a polygonal mesh from a 3D
grid of discrete surface samples.

Multi-resolution
A hierarchy of simplified mesh representations (for example for level-of-detail
purposes).

NMT
Non-manifold topology (explained in the text).

Non-rigid transformation
An operation that, when performed on a geometric object, changes the size of
the object, but not its shape: e.g. dilation and stretching.

NP-hard
Non-deterministic Polynomial-time Hard.

A class of problems that, in the light of present knowledge, have exponential
running time compared to the size of the problem. In practice, these problems
can be solved only approximately using heuristics methods that produce "good
enough" results.

PM
See "Progressive mesh".

Progressive mesh
A continuous multi-resolution representation of a mesh, consisting of a coarse
base mesh and a sequence of operations that incrementally refine the base
mesh back to the original mesh.

QEM
See "Quadric Error Metric".

Quad mesh
A mesh constructed of quadrilaterals.

Quadric Error Metric
A quadric matrix represents the approximation error of a mesh vertex. The
quadric matrix is initially constructed from triangle plane equations that share
each vertex. During mesh simplification processes, the quadric error matrices
sum the quadric matrices of removed vertices together. For more information,
see 3.4.

Rigid transformation
Any operation that, when performed on a geometric object, does not change
neither the shape nor the size of the object. The rigid transformations are:
transfer, rotation and reflection.
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Tessellation
The process of approximating a surface or an object with a mesh of polygons.

Triangular mesh
A mesh constructed of triangles.
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Appendix B Search strings

The exact search strings and the approximate amounts of hits are listed below:

• ACM Digital Library (about 1000 hits):

Abstract:(("cad model" OR (cad AND geometr*) OR mesh*) AND (optimi*
OR reduc* OR compres* OR smoothing) AND NOT vlsi AND NOT "inte-
grated circuit") OR Title:(("cad model" OR (cad AND geometr*) OR mesh*)
AND (optimi* OR reduc* OR compres* OR smoothing) AND NOT vlsi AND
NOT "integrated circuit")

• IEEExplore (about 8700 hits):

((("cad model") OR (cad AND geometr*) OR mesh*) AND (optimi* OR reduc*
OR compres* OR smoothing) AND NOT vlsi AND NOT "integrated circuit")

• Elsevier Science Direct (about 100 hits):

"mesh simplification" or "lod algorithm" or "cad model simplification" or "mul-
tiresolution model" or "3D triangulation" or "mesh approximation" or "mul-
tiresolution mesh"

NOTE: Search covered "Abstract", "Title" and "Keywords" fields.

• CiteCeerX (about 200 hits):

title(((("cad model") OR (cad AND geometr*) OR mesh*) AND (optimi* OR
reduc* OR compres* OR smoothing) AND NOT vlsi AND NOT "integrated
circuit")) AND abstract:(((("cad model") OR (cad AND geometr*) OR mesh*)
AND (optimi* OR reduc* OR compres* OR smoothing) AND NOT vlsi AND
NOT "integrated circuit"))

• SpringerLink (about 1000 hits):

"mesh simplification" or "lod algorithm" or "cad model simplification" or "mul-
tiresolution model" or "3D triangulation" or "mesh approximation" or "mul-
tiresolution mesh"
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• WebOfScience (about 200 hits):

TITLE: ("mesh simplification" OR "lod algorithm" OR "cad model simplifi-
cation" OR "multiresolution model" OR "3D triangulation" OR "mesh approx-
imation" OR "multiresolution mesh")
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Appendix C Hausdorff distance

Let A and B be two non-empty sub sets of a metric space (M,d). The Hausdorff
distance of the two sets is:

dH(A,B) = max
{
sup
a∈A

inf
b∈B

d(a,b),sup
b∈B

inf
a∈A

d(a,b)
}

The Hausdorff distance can be illustrated by taking a closer look at the definition
in a case where A and B are compact 2D point sets as shown in figure 20. In this
case, the expression

inf
b∈B

d(a,b)

defines the distance from an arbitrary point a ∈ A to B to be the distance from a
to the closest point b ∈ B. There might be no closest point, for what reason infinum
is used instead of minimum. Further,

sup
a∈A

inf
b∈B

d(a,b)

defines the distance from A to B the be distance from the farthest point a ∈ A to
B. There might be no farthest point, for what reason the supremum is used instead

Figure 20: Hausdorff distance of two 2D point sets
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of maximum.
Finally, the Hausdorff distance is the maximum of the distance from A to B and

the distance from B to A.
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